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# Difference between a Virtual Function and a Pure Virtual Function

#include <iostream>

using namespace std;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Difference between a virtual function

and a pure virtual function

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Base1 // Is \*\*NOT\*\* an abstract class, can be instantiated.

{

  public:

void Method1 ()  {  cout << "Base1::Method1" << endl;  }

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- A virtual function makes its class a polymorphic base class. Derived

classes can override virtual functions. Virtual functions called through

base class pointers or references will be resolved at run-time.

- A virtual function or virtual method is a function or method whose

behavior can be overridden within an inheriting class by a function

with the same signature.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

virtual void Method2 ()  {  cout << "Base1::Method2" << endl;  }

};

class Derived1 : public Base1

{

  public:

void Method1 ()  {  cout << "Derived1::Method1" << endl;  }

void Method2 ()  {  cout << "Derived1::Method2" << endl;  }

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Base2PureVirtual // Is an abstract class, can't be instantiated.

{

  public:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- A pure virtual function or pure virtual method is a virtual function

that is required to be implemented by a derived class that is not abstract.

The virtual function can be overridden

and the pure virtual must be implemented.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

virtual void Method1 () = 0;

virtual void Method2 () { cout << "Base2PureVirtual::Method2" << endl; }

};

class Derived2 : public Base2PureVirtual

{

  public:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- Derived classes need to override/implement all inherited pure

virtual functions. If they do not, they too will become abstract.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void Method1 ()  {  cout << "Derived1::Method1" << endl;  }

//void Method2 ()  {  cout << "Derived1::Method2" << endl;  }

};

int main(void)

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// We can create/instantiate an object of this. This class contains

// only virtual function which can be overridden in the derived class.

Base1 b1;

Derived1 d1;

Base1& obj1 = d1;

obj1.Method1();  // Prints "Base1::Method1"

obj1.Method2();  // Prints "Derived1::Method2"

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

Derived2 d2;

Base2PureVirtual& obj2 =  d2;

obj2.Method1();  // Prints "Derived1::Method1"

obj2.Method2();  // Prints "Base2PureVirtual::Method2" because

 // Derived2 doesn't implement Method2

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

return 0;

}

# Abstract Classes VS Interfaces

#include <iostream>

#include <vector>

using namespace std;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

When to create Abstract classes:

- Are there many classes that can be "grouped together" and described

by one noun? If so, have an abstract class by the name of this noun,

and inherit the classes from it. A key decider is that these classes

share functionality, and we would never instantiate just an Animal...

We would always instantiate a certain kind of Animal: an implementation

of our Animal base class.

- Cat and Dog can both inherit from abstract class Animal, and this

abstract base class will implement a method void Breathe() which all

animals will thus do in exactly the same fashion.

- We can make this method virtual so that we can override it for certain

animals, like Fish, which does not breath.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class Animal

{

public:

virtual void Breath() = 0;

// Some code....

};

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

When to create Interface:

What kinds of verbs can be applied to my class, that might in general

also be applied to others?

Create an interface for each of these verbs.

- All animals can be fed, so I will create an interface called

IFeedable and have Animal implement that.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

class IFeedable

{

public:

virtual void FeedTheAnimal(void) = 0;

};

class Dog: public Animal, public IFeedable

{

public:

void Breath()

{

cout<<"Dog is breathing..."<<endl;

}

void FeedTheAnimal(void)

{

cout<<"Feeding the dog..."<<endl;

}

};

class Fish: public Animal, public IFeedable

{

public:

void Breath()

{

// Fish can't breath.

}

void FeedTheAnimal(void)

{

cout<<"Feeding the fish..."<<endl;

}

};

class Horse: public Animal, public IFeedable

{

public:

void Breath()

{

cout<<"Horse is breathing..."<<endl;

}

void FeedTheAnimal(void)

{

cout<<"Feeding the horse..."<<endl;

}

};

class Lion: public Animal // I am not implementing IFeedable, cos I can't feed Lion

{

public:

void Breath()

{

cout<<"Lion is breathing..."<<endl;

}

};

int main(void)

{

Dog aDog;

Fish aFish;

Horse aHorse;

Lion aLion;

vector<Animal\*> allAnimals;

allAnimals.push\_back(&aDog);

allAnimals.push\_back(&aFish);

allAnimals.push\_back(&aHorse);

allAnimals.push\_back(&aLion);

for (std::vector<Animal\*>::iterator it = allAnimals.begin(); it != allAnimals.end(); ++it)

(\*it)->Breath();

aDog.FeedTheAnimal();

aFish.FeedTheAnimal();

aHorse.FeedTheAnimal();

return 0;

}

# Aggregation VS Composition

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Aggregation vs Composition

Simple rules:

A "owns" B = Composition : B has no meaning or purpose in the system without A

A "uses" B = Aggregation : B exists independently (conceptually) from A

Example 1:

A Company is an aggregation of People. A Company is a composition of Accounts.

When a Company ceases to do business its Accounts cease to exist but its People

continue to exist.

Example 2: (very simplified)

A Text Editor owns a Buffer (composition). A Text Editor uses a File (aggregation).

When the Text Editor is closed, the Buffer is destroyed but the File itself is

not destroyed.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

![](data:image/png;base64,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)

class BClass

{

public:

BClass(int id)

{

this->ID = id;

cout<<"Constructing BClass object: "<<id<<endl;

}

~BClass()

{

cout<<"Destructing the BClass class object: "<<this->ID<<endl;

}

void print(void)

{

cout<<"This is just a print method which is called via AClass"<<endl;

}

private:

int ID;

};

class CClass

{

public:

CClass()

{

cout<<"Constructing CClass object"<<endl;

}

~CClass()

{

cout<<"Destructing CClass object"<<endl;

}

private:

};

class AClass

{

public:

AClass(BClass\* bsptr): bPtr(bsptr)

{

cout<<"Constructing AClass object"<<endl;

}

~AClass()

{

cout<<"Destructing AClass object"<<endl;

}

void Aggregation()

{

bPtr->print();

}

private:

BClass\* bPtr; // Aggregation

CClass composition; // Composition

};

int main(void)

{

BClass b(10);

cout<<"Demo for class aggregation relationship"<<endl;

{

AClass a(&b);

a.Aggregation();

}

return 0;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Constructing BClass object: 10

Demo for class aggregation relationship

Constructing CClass object

Constructing AClass object

This is just a print method which is called via AClass

Destructing AClass object

Destructing CClass object --------------------> Break point at return 0;

Destructing the BClass class object: 10 ------> Break point at }

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

# All Casts Explained

#include <iostream>

#include <thread>

using namespace std;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

C Style casting

static\_cast<>()

dynamic\_cast<>()

reinterpret\_cast<>()

const\_cast<>()

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#pragma region Polymorphic Class

// Polymorphic classes

class Base

{

private:

int \_x;

public:

Base() { };

virtual ~Base() { };

};

class Derived : public Base

{

private:

int \_y;

public:

Derived() { };

~Derived() { };

};

#pragma endregion Polymorphic Class

#pragma region Non-polymorphic Class

// Non-polymorphic classes

class AnotherBase

{

public:

~AnotherBase() { }; // Not virtual

};

class AnotherDerived : public AnotherBase

{

public:

void f() { }; // Not virtual either

};

#pragma endregion Non-polymorphic Class

#pragma region Dynamic Cast Helper

typedef enum MyEnum

{

MSG\_DEBUG\_OUT, MSG\_XYZ

}MyEnum;

class Message

{

public:

MyEnum message\_id;

Message() : message\_id(MSG\_DEBUG\_OUT){}

virtual ~Message(){}

};

class DebugMsgData : public Message

{

public:

DebugMsgData(){}

~DebugMsgData(){}

};

class XYZMsgData : public Message

{

public:

XYZMsgData(){}

~XYZMsgData(){}

};

#pragma endregion Dynamic Cast Helper

#pragma region Helper Functions

void threadFunction(void \*data)

{

cout << "Inside threadFunction" << endl;

AnotherBase \*c = static\_cast<AnotherBase\*>(data);

}

int add10ToInteger(int\* ptr)

{

\*ptr = \*ptr + 10;

return (\*ptr);

}

void OnMessage(Message \*msg)

{

switch (msg->message\_id)

{

case MSG\_DEBUG\_OUT:

{

DebugMsgData \*data = dynamic\_cast<DebugMsgData\*>(msg);

if (data)

cout << "DebugMsgData:: data is not null" << endl;

else

cout << "DebugMsgData:: data is null" << endl;

break;

}

case MSG\_XYZ:

{

XYZMsgData \*data = dynamic\_cast<XYZMsgData\*>(msg);

if (data)

cout << "XYZMsgData:: data is not null" << endl;

else

cout << "XYZMsgData:: data is null" << endl;

break;

}

}

}

#pragma endregion Helper Functions

int main(int argc, char\* argv[])

{

#pragma region C-Style

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

- static\_cast<>() gives you a compile time checking ability, C-Style cast doesn't.

- static\_cast<>() is more readable and can be spotted easily anywhere inside a C++

source code, C-Style cast isn't.

- Intentions are conveyed much better using C++ casts.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

// The static cast performs conversions between compatible types.

// It is similar to the C-style cast, but is more restrictive.

// For example, the C-style cast would allow an integer pointer to point to a char.

char c = 10; // 1 byte

int \*p = (int\*)&c; // 4 bytes

// BOOM!!!

//\*p = 5; // Run-time error: stack corruption

//int \*q = static\_cast<int\*>(&c); // Compile-time error

}

#pragma endregion C-Style

#pragma region static\_cast

{

AnotherBase c;

// Conversion from AnotherBase\* -> void\* is implicit

thread t1(&threadFunction, &c);  // threadFunction(&c) will be called

t1.join();

}

#pragma endregion static\_cast

#pragma region dynamic\_cast

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

dynamic\_cast works ONLY with polymorphic class. And polymorphic class

is that which has at least one virtual function, even be it the destructor.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

Base\* b = new Derived(); // Creating derived class object and assign it to base class pointer

Derived\* d1 = static\_cast<Derived\*>(b); // Valid! d1 is a valid and correct pointer to a BClass

Derived\* d2 = dynamic\_cast<Derived\*>(b);// Valid! d2 is a valid and correct

pointer to a BClass

}

{

Base\* b = new Base();

Derived\* d1 = static\_cast<Derived\*>(b); // Invalid!

Derived\* d2 = dynamic\_cast<Derived\*>(b);// Valid, but d2 is now a null pointer

if (d2)

cout << "d2 is not null" << endl;

else

cout << "d2 is null" << endl;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Note that in dynamic\_cast, only the source type need to be polymorphic

in order to compile. If the destination isn't polymorphic, then

dynamic\_cast will return null pointer.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

Base\* b = new Derived(); // Creating derived class object and assign it to base class pointer

AnotherDerived \*pD = dynamic\_cast<AnotherDerived\*>(b);

// OK - source (AClass) is polymorphic

if (pD)

cout << "pD is not null" << endl;

else

cout << "pD is null" << endl;

}

{

Message \*ptr = new DebugMsgData;

ptr->message\_id = MSG\_DEBUG\_OUT;

OnMessage(ptr);

delete ptr;

Message \*ptr1 = new XYZMsgData;

ptr1->message\_id = MSG\_XYZ;

OnMessage(ptr1);

delete ptr1;

}

#pragma endregion dynamic\_cast

#pragma region reinterpret\_cast

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

This is the ultimate cast, which disregards all kind of type safety,

allowing you to cast anything to anything else, basically reassigning

the type information of the bit pattern.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

int i = 12345;

AnotherBase\* p = reinterpret\_cast<AnotherBase\*> (i); // DANGEROUS!!!

}

{

int i = 0;

void \*v = 0;

int c = (int)v; // is valid

//int d = static\_cast<int>(v); // is not valid, different types

int e = reinterpret\_cast<int>(v); // is valid, but very dangerous

}

#pragma endregion reinterpret\_cast

#pragma region const\_cast

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

const\_cast is used to cast away the constness of variables.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

int val = 10;

const int \*ptr = &val;

int \*ptr1 = const\_cast <int \*>(ptr);

add10ToInteger(ptr1);

cout << val;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

const\_cast can be used to change non-const class members inside a const

member function.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

class student

{

private:

int roll;

public:

// constructor

student(int r) :roll(r) {}

// A const function that changes roll with the help of const\_cast

void fun() const

{

(const\_cast <student\*> (this))->roll = 5;

}

int getRoll()  { return roll; }

};

student s(3);

cout << "Old roll number: " << s.getRoll() << endl;

s.fun();

cout << "New roll number: " << s.getRoll() << endl;

}

#pragma endregion const\_cast

return 0;

}

# Up-Down Casting

#include <iostream>

using namespace std;

class Shape

{

public:

Shape() {}

virtual ~Shape() {}

virtual void draw(void) { cout << "Shape: Draw Method" << endl; }

virtual void move(void) { cout << "Shape: Move Method" << endl; }

virtual void shrink(void) { cout << "Shape: Shrink Method" << endl; }

};

class Circle : public Shape

{

public:

Circle(){}

~Circle(){}

void draw(void) { cout << "Circle: Draw Method" << endl; }

void move(void) { cout << "Circle: Move Method" << endl; }

void shrink(void) { cout << "Circle: Shrink Method" << endl; }

void display(void) { cout << "Circle: Only CIRCLE has this" << endl; }

};

class Triangle : public Shape

{

public:

Triangle(){}

~Triangle(){}

void draw(void) { cout << "Triangle: Draw Method" << endl; }

void move(void) { cout << "Triangle: Move Method" << endl; }

void shrink(void) { cout << "Triangle: Shrink Method" << endl; }

};

class Square : public Shape

{

public:

Square(){}

~Square(){}

void draw(void) { cout << "Square: Draw Method" << endl; }

void move(void) { cout << "Square: Move Method" << endl; }

void shrink(void) { cout << "Square: Shrink Method" << endl; }

};

void play(Shape& s)

{

s.draw();

s.move();

s.shrink();

}

int main(void)

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

UP-CASTING

The process of converting a derived-class reference or pointer to a

base-class. In other words, up-casting allows us to treat a derived

type as though it were its base type. It is always allowed for public

inheritance, without an explicit type cast. This is a result of the

is-a relationship between the base and derived classes.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

Circle c;

Triangle t;

Square sq;

// Without an explicit type cast we are converting derived

// class pointer to base class

play(c);

// Without an explicit type cast we are converting derived

// class pointer to base class

play(t);

// Without an explicit type cast we are converting derived

// class pointer to base class

play(sq);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

DOWN-CASTING

The process of converting a base-class pointer (reference) to a derived-class

pointer (reference) is called down-casting.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

{

{

Shape newShape;

// Down-casting is not allowed without an explicit type cast.

// Circle \*ptrCircle = &newShape;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Shape\* pa =new Shape();

Circle\* pb =new Circle();

Shape\* paUpcast= new Circle();

Shape \*pa --> +-+   new Shape()

|a|

+-+

Circle\* pb --> +-+-+ new Circle()

|a|b|

+-+-+

Shape\* paUpcast-->  +-+-+ new Circle()

|a|b|

+-+-+

Circle\* pbDowncast -->  +-+ new Shape()

|a|

+-+

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

Circle \*ptrCircle1 = (Circle \*)&newShape;

ptrCircle1->draw();

ptrCircle1->move();

ptrCircle1->shrink();

/\*\*\*\*Undefined Behavior\*\*\*\*/

ptrCircle1->display();

ptrCircle1 = nullptr;

ptrCircle1->display();

/\*\*\*\*Undefined Behavior\*\*\*\*/

}

{

Shape newShape;

Circle \*ptrCircle = dynamic\_cast<Circle \*>(&newShape);

if (ptrCircle)

ptrCircle->draw();

else

cout << "Can't be casted!!!" << endl;

}

}

return EXIT\_SUCCESS;

}

# Copy And Swap Idiom

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

The rule of three/The Big Three

If you need to explicitly declare either the destructor, copy constructor

or copy assignment operator yourself, you probably need to explicitly

declare all three of them.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Copy And Swap Idiom

Why do we need it?

Any class that manages a resource needs to implement The Big Three.

While the goals and implementation of the copy-constructor and destructor

are straightforward, the copy-assignment operator is arguably the most nuanced

and difficult. How should it be done? What pitfalls need to be avoided?

The copy-and-swap idiom is the solution, and elegantly assists the

assignment operator in achieving two things: avoiding code duplication,

and providing a strong exception guarantee.

How does it work?

Conceptually, it works by using the copy-constructor's functionality to

create a local copy of the data, then takes the copied data with a swap function,

swapping the old data with the new data. The temporary copy then destructs,

taking the old data with it. We are left with a copy of the new data.

In order to use the copy-and-swap idiom, we need three things: a working

copy-constructor, a working destructor and a swap function.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <algorithm> // copy

#include <cstddef> // size\_t

using namespace std;

class myArray

{

private:

size\_t mSize;

int\* mArray;

public:

// (default) constructor

myArray(int value, size\_t size = 0) :

mSize(size), mArray(mSize ? new int[mSize]() : 0)

{

for (int i = 0; i < mSize; i++)

{

mArray[i] = value;

}

}

// copy-constructor

myArray(const myArray& other) :

mSize(other.mSize), mArray(mSize ? new int[mSize] : 0)

{

// note that this is non-throwing, because of the data

// types being used; more attention to detail with regards

// to exceptions must be given in a more general case, however

copy(other.mArray, other.mArray + mSize, mArray);

}

// destructor

~myArray() { delete[] mArray; }

friend void swap(myArray& first, myArray& second) // nothrow

{

// enable ADL (not necessary in our case, but good practice)

using swap;

// by swapping the members of two classes,

// the two classes are effectively swapped

swap(first.mSize, second.mSize);

swap(first.mArray, second.mArray);

}

myArray& operator=(myArray other) // (1)

{

swap(\*this, other); // (2)

return \*this;

}

void display(void)

{

cout << "------" << endl;

for (int i = 0; i < mSize; i++) cout << mArray[i] << endl;

cout << "------" << endl;

}

};

int main(void)

{

myArray temp(555, 5);

myArray temp1(777, 7);

myArray temp2(666, 6);

temp.display();

temp1.display();

temp2.display();

temp = temp1 = temp2;

temp.display();

temp1.display();

temp2.display();

return 0;

}

# Values In C++

#include <iostream>

#include <string>

using namespace std;

int globalI;
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class MyClass

{

string name;

public:

// The expression move(some\_name)  is an xvalue, because move returns

// an rvalue reference (string&&).

// Every xvalue is also both a glvalue and an rvalue.

MyClass(string some\_name) : name(move(some\_name)) { }

string& originalName() { return name; }

string copyOfName() const { return name; }

};

int foobar(void) { return 10; }

int& foo(void) { return globalI; }

int main(void)

{

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

LVALUES:

An lvalue is an expression that refers to a memory location and allows

us to take the address of that memory location via the & operator.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int i = 42;

i = 43; // Ok, i is an lvalue

int\* p = &i; // Ok, i is an lvalue

int& foo();

foo() = 42; // Ok, foo() is an lvalue

int\* p1 = &foo(); // Ok, foo() is an lvalue

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

RVALUES:

An rvalue is an expression that is not an lvalue.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int foobar();

int j = 0;

j = foobar(); // Ok, foobar() is an rvalue

//int\* p2 = &foobar(); // ERROR, cannot take the address of an rvalue

j = 42; // Ok, 42 is an rvalue

}

{

class A

{

public:

A(){}

~A(){}

private:

};

A a;

A& a\_ref1 = a;  // an lvalue reference

// An rvalue reference is formed by placing an && after some type.

A a1;

//A&& a\_ref2 = a1;  // an rvalue reference

// An rvalue reference behaves just like an lvalue reference except that

// it can bind to a temporary(an rvalue), whereas you can not bind

// a(non const) lvalue reference to an rvalue.

A&  a\_ref3 = A();  // Error!

A&& a\_ref4 = A();  // Ok

}

{

MyClass temp("Nishith");

// Below expression is is an prvalue. copyOfName() returns an object

// (string), not a reference.

// Every prvalue is also an rvalue. (Rvalues are more general.)

string aString = temp.copyOfName();

// Below expression is is an lvalue. originalName() returns an

// lvalue reference (string&).

// Every lvalue is also a glvalue. (Glvalues are more general.)

temp.originalName() = "Jain";

}

}